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Abstract
Monte Carlo tree search (MCTS) has recently been drawing great interest in the domain of planning and learning under
uncertainty. One of the fundamental challenges is the trade-off between exploration and exploitation. To address this
problem, we propose to balance between exploration and exploitation via posterior sampling in the contexts of Markov
decision process (MDP) and partially observable Markov decision process (POMDP). Specifically, we treat the cumulative
reward returned by taking an action from a search node in the MCTS search tree as a random variable following an unknown
distribution. We parametrize this distribution by introducing necessary hidden parameters, and infer the posterior distribution
of the hidden parameters in a Bayesian way. We further expand a node in the search tree by using Thompson sampling to
select an action based on its posterior probability of being optimal. Following this idea, we developDirichlet-NormalGamma
based Monte Carlo tree search (DNG-MCTS) and Dirichlet-Dirichlet-NormalGamma based partially observable Monte
Carlo planning (D2NG-POMCP) algorithms respectively for Monte Carlo planning in MDPs and POMDPs. Experimental
results show that the proposed algorithms outperform the state-of-the-art with better values on several benchmark problems.

Keywords Monte Carlo tree search · Thompson sampling · Planning under uncertainty

1 Introduction

The general task of sequential decision-making under
uncertainty is of great interest to the Artificial Intelligence
(AI) community. It embraces a broad range of common
problems found in planning and learning. Currently,
the most general and clear fundamental formulations
for these problems are achieved through the theories
of Markov decision processes (MDPs) and Partially
observable Markov decision processes (POMDPs). MDP
provides a rich mathematical framework for planning and
learning under uncertainty in fully observable environments
[64]; POMDP extends MDP to partially observable
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environments [46]. For many real-world problems (e.g.
robotics and computer games to name a few), fully specified
MDP/POMDP models represented as transition and reward
functions are not easy to obtain. However, simulators (a.k.a.
generative models) are usually available, or are relatively
easy to develop. In this paper, we consider the problems
of approximately solving MDPs and POMDPs online given
only the underlying simulators via Monte Carlo tree search
(MCTS) [20]. In the context of planning and learning
under uncertainty, the key idea of MCTS is to evaluate
each tree node (i.e., a state for an MDP or a belief state
for a POMDP) using sampled trajectories starting from
that node. It eventuelly finds a near-optimal policy by
building a best-first search tree based on Monte Carlo
simulation. MCTS is a model-free method and requires only
a generative model of the underlying problem. MCTS has
shown to be computationally efficient, anytime and highly
parallelisable. To date, great success has been achieved by
MCTS in variety of domains, such as playing games [37,
68, 69, 81], planning under uncertainty [8, 52, 70], and
Bayesian reinforcement learning [5, 42, 78].

One of the fundamental challenges of MCTS is the
well-known exploration vs. exploitation dilemma. That is
to say, when building the search tree, the agent must not
only exploit by selecting the action that currently seems
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best, but should also keep exploring for possible higher
future pay-offs [47, 73]. Expanding the action that currently
seems best can keep the search focused in known promising
area, but could also miss better actions that have not
been explored sufficiently. On the other hand, too much
exploring on sub-optimal actions wastes significant portion
of limited computational resources. UCB1 is probably the
most successful and widely-used algorithm to address this
dilemma [6, 7]. It is originally introduced in the multi-
armed bandit problems (MABs) [55]. An algorithm for
an MAB must decide which action (namely an arm) to
apply at each time step, based on the outcomes of the
previous plays. UCB1 selects the action that maximizes the
UCB1 heuristic which defines an upper confidence bound
(UCB) for the underlying action-values. Auer et al. [7]
prove that UCB1 is asymptotically optimal for MABs. On
the other hand, Thompson sampling is perhaps one of the
earliest heuristics that tackles this problem in a Bayesian
fashion according to the principle of randomized probability
matching [75]. It stochastically selects an action based on
its posterior probability of being optimal. Comparing to
UCB1, one of the main advantages of Thompson sampling
is that it can handle a wide range of information models with
prior and posterior distributions, which go beyond using the
expectations of reward alone [38].

In MABs, there usually exist two assessment criterions:
a cumulative regret defined as the difference between
the sum of the best action’s expected reward and the
obtained reward of actual actions applied so far, and
a simple regret defined as the difference between the
best expected reward and the expected reward of the
action with highest sample mean among all actions
currently. The cumulative regret is suitable for the cases
when an algorithm tries to optimize the long-term total
reward by trading off between exploration and exploitation
appropriately [21]. The simple regret makes more sense
for algorithms focusing on pure explorations of action
pulls where only the last action collects a reward [22].
Apart from the fact that Thompson sampling empirically
converges faster in terms of cumulative regret than the
UCB1 approach [24], it has recently been proved that
Thompson sampling achieves logarithmic cumulative regret
which is asymptotically optimal for MABs [1, 2, 48, 53]. In
Monte Carlo online planning, it is usually the final action
actually applied to the environment that collects a reward.
Therefore, it is more reasonable to minimize the simple
regret instead of the cumulative regret in the context of
Monte Carlo online planning [31]. However, simple and
cumulative regrets can not be minimized simultaneously;
moreover, Bubeck et al. [21] shows that in many cases
the smaller the cumulative regret, the greater the simple
regret. A recently growing understanding is that it is
better to balance between cumulative and simple regrets

in MCTS [77], since although the algorithm does not
collect a real reward when searching the tree, it is good to
grow the asymmetric tree more accurately by moderately
exploiting the current tree. The reduction rate in terms
of simple regret for Thompson sampling remains an open
question, however, it is our observation that Thompson
sampling empirically appears to have lower simple regret
than the state-of-the-art, particularly for larger action
space. This motivates us to apply Thompson sampling
on MCTS for MDPs and POMDPs as it seems to be a
promising approach in handling both cumulative and simple
regrets.

Our work is motivated by many real-world problems
that can be modeled as POMDPs. One of such examples
is the well-known Canadian traveller problem (CTP)1.
For the applicability of our settings, consider a robot
navigating outdoors (e.g., a search and rescue robot in
disaster response) equipped with an overhead map of
the surrounding area (generated by satellite or an aerial
vehicle). The resolution of the map may be much lower
than the resolution used by the robot to navigate. Due
to this low resolution, there is some uncertainty as to
whether portions of the terrain are actually traversable
or not, representing by some prior probabilities. Those
incomplete information may be crucial for the robot’s tasks.
In such problems, the robot usually uses a generative model
(a.k.a., a simulator2), which simulates the uncertainty of
the environment, when computing the best path. Note that
the up-to-date information is also incorporated in the model
as the robot moves on. Other applications include vessel
routing in the presence of uncertain weather conditions
and the routing of automobiles in the presence of partially
known and stochastically changing road congestion levels,
where automated driver assistance must reason about the
uncertainty with some prior knowledge and find the best
path in the environment involving random events and
incomplete information.

In this paper, we borrow the idea of Thompson sampling
and propose novel Bayesian posterior sampling approaches
to Monte Carlo based online planning in MDPs and
POMDPs under the assumption that only simulators are
available in advance. Specifically, based on our previous
effort [10, 12], we develop Dirichlet-NormalGamma based
Monte Carlo tree search (DNG-MCTS) and Dirichlet-
Dirichlet-NormalGamma based partially observable Monte
Carlo planning (D2NG-POMCP) algorithms for MDPs and
POMDPs respectively. In DNG-MCTS, we use a mixture
of Normal distributions to model the unknown distribution
of the cumulative reward of performing a particular action

1More details about the CTP problem is in Section 2.1.
2Discussion on the advantage of using a simulator is in Section 6.1.
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in the MCTS search tree. We show that, in presence of
online planning for MDPs, a conjugate prior exists in the
form of a combination of Dirichlet and NormalGamma
distributions. By choosing the conjugate prior, it is then
relatively simple to compute the posterior distribution after
each cumulative reward has been observed by simulation
in the search process. Thompson sampling is then used
to select the action to be performed by simulation at
each decision node. The basic assumptions of DNG-
MCTS are made due to the fact that, given a policy,
an MDP reduces to a Markov chain defined over the
state space. Unfortunately, this cannot be straightforwardly
extended to POMDPs, because the Markov chain of a
POMDP with given policy must be defined over the joint
space of the state and belief space. Therefore, different
assumptions are critically required to use posterior sampling
techniques in POMDPs. Accordingly, in D2NG-POMCP,
we represent the uncertainty of the immediate reward as
a Multinomial distribution (which is known for MDPs in
contrast) and the cumulative reward returned by performing
an action from a belief state in the search tree as a convex
combination of Normal mixtures. We perform statistical
inference on the posterior distribution in Bayesian settings
by choosing the conjugate prior in the form of a combination
of two Dirichlet and one NormalGamma distributions.
We then use Thompson sampling to select an action to
be performed by simulation at each decision node. We
have tested the resulting algorithms on several benchmark
problems. Experimental results confirm that our algorithms
outperform the state-of-the-art online planning methods.
Furthermore, we show the convergence properties of the
proposed algorithms confirming the technical soundness.

The reminder of this paper is organized as follows. In
Section 2, we briefly review the background. Section 3
introduces some related work. Sections 4 and 5 present the
proposed algorithms in detail. Section 6 discusses on how
to choose prior distributions, and shows the convergence
property of the algorithms. We show experimental results on
several benchmark problems in Section 7. And in Section 8,
we conclude with a summary of our contributions and future
work.

2 Background

We briefly review the CTP problem, the MDP and POMDP
models, the MAB problem and the MCTS framework, as
well as the UCT and POMCP algorithms.

2.1 CTP

In the CTP problem, a Canadian driver must travel a
network of cities to her destination facing the situation

that snowfall randomly blocks roads3. For the driver, the
uncertainty is due to the fact that some roads may be
blocked by snowfall so she must explore other paths
towards her goal. In this scenario, the event of snowfall
blocking roads is stochastic and can be observed only
when she reaches those roads. The objective is then for
the driver to reach her destination as fast as possible with
minimum energy and time consumptions. In this case, the
cumulative reward of selecting a road follows an unknown
distribution depending on whether this road and the follow-
up roads are blocked. For such problem, it is generally
straightforward to design a simulator to simulate the travel
on a city network with snowfall randomly blocking roads.
Yet in the planning phase (i.e. the driver’s thinking phase
when playing with the simulator), being blocked by a
certain road doesn’t affect the final performance when
acting. In fact, being blocked during simulation would
instead reveal some hidden structure or information about
the underlying city network and its optimal travel policy,
which should be exploited in following simulations and
the final action phase. The real objective in simulation is
not the final cumulative reward that the driver can collect
during the action phase, but the so-called simple reward.
But optimizing simple reward directly almost equals pure
exploration without taking advantage of results that have
already been known during simulation, and is harmful
during the long run. In this paper, we apply Thompson
sampling in MCTS which appears to balance well between
pure exploration and exploitation. More details about the
problem settings can be found in Section 7.

2.2 MDP

Formally, an MDP is defined as a 4-tuple 〈S, A, T , R〉,
where S is the state space, A is the action space, T (s′ | s, a)

is the probability of reaching state s′ after having applied
action a in state s, and R(s, a) is the immediate reward
received. A policy π : S → A of an MDP is a mapping
from states to actions, with π(s) specifying the action which
should be taken in state s. Given a policy π , the expected
total reward of a state by following π (also known as the
value function) is defined as:

V π(s) = E

[ ∞∑
t=0

γ tR (st , π(st ))

]
, (1)

where γ ∈ (0, 1] is a discount factor, st is the state in time
step t and π(st ) is the action selected by policy π in state
st . The aim of solving an MDP is to find the optimal policy
π∗ that maximizes the value function for all states. The

3https://en.wikipedia.org/wiki/Canadian traveller problem
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respective optimal value function, denoted by V ∗, satisfies
the famous Bellman equation [16]:

V ∗(s) = max
a∈A

{
R(s, a) + γ

∑
s′∈S

T (s′ | s, a)V ∗(s′)
}
. (2)

2.3 POMDP

A POMDP is an extension of MDP to partially
observable environments, which is defined as a 6-tuple
〈S, A, O, T , �, R〉, where S, A, T and R remain the same
meanings as in MDPs, O is the observation space, and
�(o | s, a) is the probability of observing o after hav-
ing performed action a and reached state s. A POMDP
can be transformed into an MDP over belief state (or
belief for short) space. A belief b is a sufficient statis-
tic for the history of actions and observations, defined as
a probability distribution over the state space, with b(s)

denoting the probability of being in state s. Given an ini-
tial belief b0, a history of action-observation pairs h =
(a0, o1, a1, o2, . . . at−1, ot ) uniquely determines the result-
ing belief, which can be obtained by recursively using a
Bayesian filter b′ = ζ(b, a, o), written as:

b′(s′) = η�(o | s′, a)
∑
s∈S

T (s′ | s, a)b(s), (3)

where η = 1/P (o | b, a) is a normalizing constant.
Let B be the set of all possible beliefs, a policy π : B →

A of a POMDP is defined as a mapping from belief space
to actions. The goal of solving a POMDP is to find the
optimal policy that maximizes the expected total reward for
any beliefs. A POMDP can be transformed to a Bayesian-
adaptive MDP (BAMDP, also known as a belief MDP):
〈B, A, T +, r〉, where B is the state space, A is the action
space, r(b, a) = ∑

s∈S b(s)R(s, a) is the reward function,
and T + is the transition function, defined as:

T +(b′ | b, a) =
∑
o∈O

1[b′ = ζ(b, a, o)]�(o | b, a), (4)

where 1 is the indicator function. The Bellman equation of
the resulting MDP is:

V ∗(b)=max
a∈A

{
r(b, a)+γ

∑
o∈O

�(o | b, a)V ∗ (ζ(b, a, o))

}
.

(5)

Given an initial belief, the terms belief and history can be
used interchangeably. In this paper, we formally present our
main results in terms of belief, but implement the algorithm
with respect to histories instead.

2.4 MAB

MABs are usually seen as fundamental decision-making
components of planning and learning problems. Intuitively,
an MAB can be seen as an MDP with only one state s

and a stochastic reward function R(s, a) := Xa , where
Xa is a random variable following an unknown stationary
distribution fXa (x). At each time step t , one action at must
be chosen and executed. A stochastic reward Xat is then
observed. The goal of solving an MAB is usually to find a
policy that minimizes the cumulative regret defined as

RT = E

[
T∑

t=1

(Xa∗ − Xat )

]
, (6)

where a∗ is the oracle best action. A simple regret defined
for a pure exploration strategy after n times of action pulls
is:

rn = E [Xa∗ − Xā] , (7)

where ā = argmaxa∈AX̄a is the action with maximal
empirical mean of reward.

2.5 MCTS

In the domain of online planning for MDPs and POMDPs,
MCTS generally evaluates a node (i.e., a state in MDPs or a
belief state in POMDPs) in the search tree by: 1) selecting
an action according to an action-selection strategy; 2)
performing the selected action by Monte Carlo simulation;
3) recursively evaluating the resulting state/belief if it is
already in the search tree, or inserting it into the search tree
and playing a rollout policy by Monte Carlo simulations;
and 4) updating the statistics of tree nodes by back-
propagating the simulation results up to the root node
[20, 25]. Iteratively repeating this process, MCTS builds
an asymmetric best-first search tree simultaneously. When
interrupted at any time, MCTS reports the best action based
on current values of nodes in the search tree.

UCT In the context of Monte Carlo online planning for
MDPs, UCB applied to trees (UCT) perhaps is one of the
most popular implementations of MCTS [3, 4, 14, 32, 34,
36, 37, 50, 52, 81, 82]. It treats each state of the search tree
as an MAB, and selects the action that maximizes the UCB1
heuristic, defined as:

UCB1(s, a) = Q̄(s, a) + c

√
logN(s)

N(s, a)
, (8)

where Q̄(s, a) is the mean return of action a in state s from
all previous simulations, N(s, a) is the visitation count of
action a in state s, N(s) = ∑

a∈A N(s, a) is the overall
count, and c is a constant that determines the relative ratio
of exploration to exploitation. Kocsis et al. [52] proved that
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with an appropriate choice of c the probability of selecting
the optimal action converges to 1 as the number of samples
grows to infinity.

POMCP Partially observable Monte Carlo planning
(POMCP) is an extension of UCT to POMDPs [70].
POMCP employs a root sampling technique to start the
search from a state sampled from belief b(h) associated with
history h of the root node, making the usage of only a state-
based simulator possible. At each decision node, POMCP
chooses the action that maximizes the UCB1 heuristic,
defined in terms of histories and actions:

UCB1(h, a) = Q̄(h, a) + c

√
logN(h)

N(h, a)
, (9)

where Q̄(h, a) is the average outcome of applying action
a in history node h over all previous simulations,
N(h, a) is the visitation count of action a following h,
N(h) = ∑

a∈A N(h, a) is the overall count, and c is
the exploration constant. POMCP uses a particle filter
[39, 76] to approximate the belief state, by adapting a
Monte Carlo procedure to update particles based on sampled
observations, rewards, and state transitions. Silver et al. [70]
show that, for a suitable choice of c, the value function
constructed by POMCP with the root sampling technique
converges in probability to the optimal value function.
POMCP has been shown with success in various problems
[13, 56, 78].

3 Related work

In the context of MDP online planning, real-time dynamic
programming (RTDP) [15, 18, 58, 67] is among the first
that tries to find the “best” action for the current state
by conducting a trial-based search process with greedy
action selection and an admissible heuristic. Instead of
trial-based search, AO* [19, 33, 43] builds an optimal
solution graph with respect to the AND-OR graph by
greedily expanding tip nodes in the current best par-
tial solution graph and assigning values to new nodes
according to an admissible heuristic function. MAXQ-
OP finds the best action efficiently by exploiting the
underlying hierarchical structure via MAXQ decomposi-
tion of the original MDP [9, 11]. MCTS finds near-optimal
policies by combining tree search methods with Monte
Carlo sampling techniques [10, 20, 31, 37, 49, 52]. Most
recently, trial-based heuristic tree search (THTS) [51]
was proposed to subsume these approaches by classify-
ing five ingredients including heuristic function, backup
function, action selection, outcome selection, and trial
length.

The fundamental assumption of DNG-MCTS is to model
the unknown distribution of the cumulative reward of apply-
ing an action in a state as a mixture of Normal distributions.
A similar assumption has been made in [27], where they
assumed a Normal distribution over the rewards. Compar-
ing with their approach, as we will show in Section 4, our
assumption on Normal mixture is more realistic according
to the central limit theorem on Markov chains. Tesauro et
al. [74] develops a Bayesian UCT approach to MCTS using
Gaussian approximation. Specifically, their method propa-
gates probability distributions of rewards from leaf nodes
up to the root node by applying MAX (or MIN) extremum
distribution operator for the interior nodes. Then, it uses
modified UCB1 heuristics to select actions on the basis of
the interior distributions. However, extremum distribution
operation is very time consuming since it must consider over
all the child nodes. In contrast, we treat each decision node
in the search tree as an MAB, maintain a posterior distribu-
tion over the cumulative reward for each applicable actions
separately, and then select the best action using Thompson
sampling.

Online planning methods for POMDPs aim to alleviate
the complexity of computing a full policy by planning only
for the current belief state [66]. Due to the differences of
expanding the current belief state, online planning methods
can be roughly classified into three categories: branch-
and-bound pruning, heuristic search and Monte Carlo
sampling. Branch-and-bound pruning technique prunes
nodes that are known to be suboptimal, thus preventing
the expansion of unnecessary branches of the search tree
[40, 41, 61, 62]. Heuristic search algorithms try to focus
the search on the most relevant reachable beliefs by using
heuristics to select the most promising belief nodes to
expand [54, 65, 71, 72, 80, 83]. Monte Carlo sampling
technique reduces the branching factor by sampling one
or more observations to conduct the search process,
allowing for deeper search within a set planning time
[17, 23, 57, 70, 76].

In the context of reinforcement learning, Wang et al.
[79] developed a posterior sampling technique for approx-
imating optimal decision-making for Bayesian reinforce-
ment learning. Osband et al. [59] extend the similar idea
to more general reinforcement learning problems. Specif-
ically, their approaches maintain a posterior distribution
over MDP models (i.e., the transition and reward func-
tions), sample an MDP, and solve the sampled MDP to
select an action for current decision-node. However, their
methods require to repeatedly solve the sampled MDP
for each action selected, which is very time consuming
for large problems. In contrast, our method directly main-
tains posterior distributions of action values and selects
an action based on its posterior probability of being
optimal.
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4 Posterior sampling basedMonte Carlo
planning for MDPs

This section presents the proposed Bayesian posterior
sampling algorithm for Monte Carlo online planning in
MDPs, namely DNG-MCTS.

4.1 Assumptions

We base our assumptions on the central limit theorem on
Markov chains [26, 45].

Theorem 1 (Central limit theorem on Markov chains)
Let X = {x0, x1, . . . } be an ergodic Markov chain on
a countable state space X with stationary distribution w

having support X . Let f be any bounded function defined
over X , and define μ = Ew[f ] = ∫

X w(x)f (x)dx,
and σ = Varw (f (x0)) + 2

∑∞
i=1 Covw (f (x0), f (xi)). Let

N (0, σ 2) be a Normal distribution, then for any initial
distribution of x0, as n → ∞, we have:

√
n

(
1

n

n∑
t=0

f (xt ) − μ

)
→ N (0, σ 2). (10)

Corollary 1 Theorem 1 indicates that the sample mean
1
n

∑n
t=0 f (st ) follows N (μ, σ 2/n) as n grows to infinity.

It is then natural to approximate the distribution of
1
n

∑n
t=0 f (st ) as a Normal distribution if n is sufficiently

large. Under this approximation, the sum
∑n

t=0 f (st ) is also
following a Normal distribution, since n is a constant.

For a given MDP policy π , let Xs,π be a random variable
that denotes the cumulative reward of following policy π

starting from state s, and let Xs,a,π denotes the cumulative
reward of first performing action a in state s and then
following policy π thereafter. Our assumptions are:

Assumption 1 Xs,π is following a Normal distribution.

Assumption 2 Xs,a,π is following a mixture of Normal
distributions.

These are realistic approximations for our problems with
the following reasons. Given policy π , an MDP reduces to
a Markov chain {st } defined over a finite state space S with
transition function P(s′ | s) = T

(
s′ | s, π(s)

)
. Suppose the

resulting Markov chain {st } is ergodic, i.e., it is possible to
go from every state to every other state (not necessarily in
one move). For finite-horizon MDPs with planning horizon
H , if γ = 1, Xs0,π = ∑H

t=0 R(st , π(st )) is a sum of
f (st ) = R(st , π(st )). According to Corollary 1, Xs0,π is
approximately normally distributed for each s0 ∈ S if H

is sufficiently large. In the case, if γ 
= 1, it is still fairly

reasonable to approximate Xs0,π as a Normal distribution, if
H is sufficiently large and γ is close to 1.

If the policy π is not fixed and may change over time
(e.g., the derived policy of an online algorithm before it
converges), the real distribution ofXs,π is actually unknown
and could be very complex. However, if the algorithm
is guaranteed to converge in the limit (as discussed in
Section 6.3, this holds for the proposed DNG-MCTS
algorithm), it is convenient and reasonable to approximate
Xs,π as a Normal distribution.

Now consider the cumulative reward of performing
action a in state s and following policy π thereafter. By
definition,

Xs,a,π = R(s, a) + γXs′,π , (11)

where s′ is the next state distributed according to T (s′ |
s, a). Let Ys,a,π be a random variable defined as:

Ys,a,π = 1

γ

(
Xs,a,π − R(s, a)

)
. (12)

It follows that the probability density function (p.d.f.) of
Ys,a,π is a convex combination of the p.d.f.’s of Xs′,π for all
s′ ∈ S. Formally, we have:

fYs,a,π (x) =
∑
s′∈S

T (s′ | s, a)fXs′,π (x). (13)

Hence it is straightforward to model the distribution of
Ys,a,π as a mixture of Normal distributions, if Xs′,π is
assumed to be normally distributed for each s′ ∈ S. Since
Xs,a,π is a linear function of Ys,a,π , Xs,a,π is also following
a mixture of Normal distributions under our assumptions.

4.2 Bayesianmodeling and inference

Theorem 2 (Bayesian inference) Suppose the unknown
distribution of a random variable X is modeled as a
parametric likelihood function L(x | θ) depending on some
parameters θ . Let the prior distribution of θ be P(θ), After
observing a set of independent and identically distributed
samples Z = {x1, x2, . . . } from the distribution of X, the
posterior distribution of θ can then be obtained by applying
Bayes’ rule:

P(θ | Z) = ηP (Z | θ)P (θ) = η
∏
i

L(xi | θ)P (θ), (14)

where η = 1/P (Z) is a normalizing constant.

Theorem 2 and Assumption 1 indicate that it suffices to
model the distribution of Xs,π using a Normal likelihood
N (μs, 1/τs) with unknown mean μs and precision τs in
Bayesian settings. The precision is defined as the reciprocal
of the variance, such that τ = 1/σ 2. This is chosen for
mathematical convenience of introducing a NormalGamma
distribution as a conjugate prior [28].
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Definition 1 (NormalGamma distribution) A Normal-
Gamma distribution is fully determined by a tuple of
hyper-parameters 〈μ0, λ, α, β〉, where λ > 0, α ≥
1 and β ≥ 0. Let 
(·) be the gamma function, it
is said that (μ, τ) follows a NormalGamma distribution
NormalGamma(μ0, λ, α, β), if the p.d.f. of (μ, τ) has the
form:

f (μ, τ | μ0, λ, α, β) = βα
√

λ


(α)
√
2π

τα− 1
2 e−βτ e− λτ(μ−μ0)2

2 .

(15)

Let us briefly recall the posterior of (μ, τ). By definition,
the marginal distribution over τ is a Gamma distribution,
denoted by τ ∼ Gamma(α, β), and the conditional
distribution over μ given τ is a Normal distribution, denoted
by μ ∼ N (μ0, 1/(λτ)).

Theorem 3 (Posterior distribution of NormalGamma
parameters) Suppose X is normally distributed with
unknown mean μ and precision τ : X ∼ N (μ, 1/τ), and
the prior distribution of (μ, τ) has a NormalGamma dis-
tribution: (μ, τ) ∼ NormalGamma(μ0, λ0, α0, β0). After
observing n independent and identically distributed samples
of X, denoted by {x1, x2, . . . , xn}, let x̄ = ∑n

i=1 xi/n and
s = ∑n

i=1 (xi − x̄)2 /n be the sample mean and variance
respectively, according to Bayes’ theorem, the posterior dis-
tribution of (μ, τ) is also a NormalGamma distribution,
namely (μ, τ) ∼ NormalGamma(μn, λn, αn, βn), where:

μn = λ0μ0 + nx̄

λ0 + n
, (16)

λn = λ0 + n, (17)

αn = α0 + n

2
, (18)

βn = β0 + 1

2

(
ns + λ0n(x̄ − μ0)

2

λ0 + n

)
. (19)

Based on Assumption 2, the distribution of Ys,a,π can be
modeled as a Normal mixtures:

Ys,a,π ∼
∑
s′∈S

ws,a,s′N (μs′ ,
1

τs′
), (20)

where ws,a,s′ = T (s′ | s, a) are the mixture weights such
that ws,a,s′ ≥ 0 and

∑
s′∈S ws,a,s′ = 1. Notice that ws,a,s′

are previously unknown in Monte Carlo online planning
settings. A natural representation on these unknown weights
is via Dirichlet distributions, since Dirichlet distribution
is the conjugate prior of a general discrete probability
distribution [28]. For state s and action a, a Dirichlet
distribution, denoted by Dirichlet (ρs,a), where ρs,a =
(ρs,a,s1 , ρs,a,s2 , . . . ) is a vector of hyper-parameters, gives
the posterior distribution of T (s′ | s, a) for each s′ ∈ S if
the transition from (s, a) to s′ has been observed ρs,a,s′ −

1 times. It follows that, after observing a new transition
(s, a) → s′, the posterior distribution is also a Dirichlet,
which can simply be updated as:

ρs,a,s′ ← ρs,a,s′ + 1. (21)

Therefore, to model the distribution of Xs,π and Xs,a,π ,
we need only to maintain a set of hyper-parameters
〈μs,0, λs, αs, βs〉 and ρs,a for all states s and state-action
pairs (s, a) encountered in the MCTS search tree and update
them by using Bayes’ rule.

4.3 Thompson sampling based action selection

Definition 2 (Thompson sampling) Thompson sampling
stochastically selects an action based on its posterior
probability of being optimal. Formally, in Bayesian settings,
action a is chosen with probability:

P(a) =
∫
1

[
a=argmax

a′
E [Xa′ | θa′ ]

] ∏
a′

Pa′(θa′ | Z) dθ ,

(22)

where θa is the hidden parameter (or a set of hidden
parameters) specifying the underlying reward distribution of
applying a (i.e., the distribution of Xa), θ = (θa1 , θa2 , . . . )

is a vector of parameters for all actions, and E[Xa | θa] =∫
xLa(x | θa)dx is the expectation of Xa given θa .
Thompson sampling can efficiently be approached by

sampling method. To this end, a set of parameters θa is
sampled according to the posterior distributions Pa(θa | Z)

for each a ∈ A, and the action with the highest expectation
is finally selected, namely:

a∗ = argmax
a

E[Xa | θa]. (23)

In DNG-MCTS, we use Thompson sampling to guide
the action selection at each decision node of the search
tree. More precisely, at decision node s, let s′ be
the possible next state after executing an action a.
We sample the mean μs′ and the mixture weights
ws,a,s′ according to NormalGamma(μs′,0, λs′, αs′ , βs′)
and Dirichlet (ρs,a) respectively. The sampled action-
value Q̃(s, a) is approximated as:

Q̃(s, a) = R(s, a) + γ
∑
s′∈S

ws,a,s′μs′ . (24)

The action with the highest Q̃ value is then selected to
perform by simulation.

4.4 DNG-MCTS

The main process of DNG-MCTS is outlined in Fig. 1. It
is worth noticing that the function ThompsonSampling
has a boolean parameter sampling. If sampling is true,
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Fig. 1 Dirichlet-NormalGamma
based Monte Carlo tree search

Thompson sampling method is used to select the best action
as explained in Section 4.3, otherwise a greedy action with
the highest mean action-value Q̄(s, a) is returned, where:

Q̄(s, a) = R(s, a) + γ
∑
s′∈S

ρs,a,s′∑
s′′∈S ρs,a,s′′

μs′,0. (25)

At each iteration, the DNG-MCTS function applies
Thompson sampling to recursively select actions to be
executed by simulation from the root node to leaf nodes
through the existing search tree T. It inserts each newly
visited node into the tree, plays a default rollout policy
from the new node, and propagates the simulated outcome
to update the hyper-parameters for visited states and
actions. The OnlinePlanning function is the overall
procedure interacting with the real environment. It is called
with current state s, and search tree T initially empty.
It repeatedly calls the DNG-MCTS function until some
resource budgets are reached (e.g., the computation is
timeout or the maximal number of iterations is reached).
A greedy action to be performed in the environment
is returned to the agent finally. Notice that the rollout

policy is only played once for each new node at each
iteration, the set of past observations Z in the algorithm has
size n = 1.

5 Posterior sampling basedMonte Carlo
planning for POMDPs

In this section, we present the Bayesian posterior sampling
algorithm for Monte Carlo planning in POMDPs, namely
D2NG-POMCP.

5.1 Assumptions

Suppose a POMDP agent following policy π is interacting
with the environment, we treat 〈s, b〉 as a joint state, where
s is the true state of the whole environment (including
the agent) and b is the internal belief state of the agent.
Let J = S × B be the joint space of the state
space S and the belief space B, the stochastic process
of the joint state reduces to a Markov chain {〈st , bt 〉}
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defined over the joint space J , with the transition function
being:

P
(〈s′, b′〉 | 〈s, b〉) = T

(
s ′ | s, π(b)

)
T + (

b′ | b, π(b)
)
.

(26)

Let Xb,a be a random variable denoting the immediate
reward of performing action a in belief state b, let Xs,b,π

be a random variable that denotes the cumulative reward
of following policy π from joint state 〈s, b〉, and let Xb,π

be a random variable denoting the cumulative reward of
following policy π from belief state b. Our assumptions are:

Assumption 3 Xb,a is following a Multinomial distribu-
tion.

Assumption 4 Xs,b,π is following a Normal distribution.

Assumption 5 Xb,π is following a mixture of Normal
distributions.

We assume a discrete and finite set of possible
immediate rewards in a POMDP, suppose the set is
I = {r1, r2, . . . , rk}, where ri = R(s, a) represents the
immediate reward of taking action a in state s which
is hidden. It is then easy to see that Xb,a follows a
Multinomial distribution (also known as a categorical
distribution), denoted by Multinomial(p1, p2, . . . , pk) ,
such that

∑k
i=1 pi = 1, with pi = ∑

s∈S 1[R(s, a) =
ri]b(s) being the probability of Xb,a = ri [35].

In POMDPs, the sub-space reachable from the initial
belief state b0 is countable, since each combination of
historical action-observation pairs determines uniquely a
resulting belief state, and the history space is naturally
countable in lexicographic order. Therefore, the reachable
sub-space from 〈s0, b0〉 is also countable, since the state
space is countable by definition. For finite horizon POMDPs
with planning horizon H , if γ = 1, Xs0,b0,π =∑H

t=0 R(st , π(bt )) can be seen as a sum of f (st , bt ) =
R(st , π(bt )). Suppose the resulting chain {〈st , bt 〉} is
ergodic, according to Corollary 1, we claim that Xs0,b0,π

is approximately normally distributed for each 〈s0, b0〉 ∈
J , if H is sufficiently large. On the other hand, if γ 
=
1, but is close to 1, it is also reasonable to approximate
Xs0,b0,π as a Normal distribution, if H is sufficiently large.
The cumulative reward of following π starting from belief
b is completely determined in the reduced Markov chain
provided with a stochastically sampled initial state s, i.e.,
Xb,π = Xs,b,π . Hence the p.d.f. of Xb,π can be expressed
as a convex combination of p.d.f.’s of Xs,b,π by definition:

fXb,π
(x) =

∑
s∈S

b(s)fXs,b,π
(x). (27)

It is then straightforward to model the distribution of Xb,π

as a mixture of Normal distributions, if Xs,b,π is assumed to
be normally distributed for all 〈s, b〉 ∈ J .

In the case if the policy π is not fixed and changes over
time, e.g., the derived policy of an online algorithm before it
converges, the real distribution of Xb,π is actually unknown
and could be some kind of very complex distribution.
However, if the algorithm is guaranteed to converge at
infinity, it is then convenient and reasonable to approximate
Xb,π as a mixture of Normal distributions.

5.2 Bayesianmodeling and inference

Assumption 3 implies that it suffices to model the
distribution of Xb,a as a Multinomial likelihood with
unknown weights: Xb,a ∼ Multinomial(p1, p2, . . . , pk).
A natural representation on these unknown weights is via
Dirichlet distributions, since Dirichlet distribution is the
conjugate prior of a Multinomial distribution. For belief
state b and action a, the prior distribution of pi is modeled as
a Dirichlet distribution, denoted byDirichlet (ψb,a), where
ψb,a = (ψb,a,r1 , ψb,a,r2 , . . . , ψb,a,rk ) is a vector of hyper-
parameters. After observing an immediate reward r , the
posterior distribution is also a Dirichlet, which is updated
as:

ψb,a,r ← ψb,a,r + 1. (28)

According to Assumption 4, we model the distribu-
tion of Xs,b,π using a Normal likelihood N (μs,b, 1/τs,b)

with unknown mean μs,b and precision τs,b. By
choosing a NormalGamma distribution as a conju-
gate prior, the posterior distribution of (μs,b, τs,b)

follows also a NormalGamma distribution, such that
(μs,b, τs,b) ∼ NormalGamma(μs,b,0, λs,b, αs,b, βs,b),
where μs,b,0, λs,b, αs,b, and βs,b are the hyper-parameters.

As explained in Assumption 5, Xb,π follows a mixture
of Normal distributions, which can be easily modeled as a
convex combination of b(s) and Xs,b,π for s ∈ S. Now
consider the cumulative reward of first performing action a

in belief b and then following policy π thereafter, denoted
by Xb,a,π . According to the definition,

Xb,a,π = Xb,a + γXb′,π , (29)

where b′ is the next belief distributed according to T +(b′ |
b, a). It is difficult to explicitly describe the distribution
of Xb,a,π . However, it is rather easy to compute the
expectation, expressed as:

E[Xb,a,π ] = E[Xb,a] + γ
∑
b′∈B

E[Xb′,π ]T +(b′ | b, a)

= E[Xb,a] + γ
∑
o∈O

1[b′ = ζ(b, a, o)]�(o | b, a)

E[Xb′,π ]. (30)
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In fact, if the underlying transition and observation
functions are known, E[Xb,a,π ] is usually defined as the Q

action-value:

Qπ(b, a) = r(b, a) + γ
∑
o∈O

�(o | b, a)V π(ζ(b, a, o)).

(31)

Recall that in our assumptions, Xb,a follows a Multi-
nomial distribution, and Xb′,π follows a mixture of Nor-
mal distributions. The question turns to be how to model
the previously unknown observation model — �(· |
b, a). Fortunately, �(· | b, a) can be easily inferred in
Bayesian settings by introducing a Dirichlet distribution
as the conjugate prior, denoted by Dirichlet (ρb,a), where
ρb,a = (ρb,a,o1 , ρb,a,o2, . . . ) are the hyper-parameters.
After observing a transition (b, a) → o, the posterior
distribution of �(· | b, a) is updating as:

ρb,a,o ← ρb,a,o + 1. (32)

Therefore, to compute the expectation of the posterior
distribution of Xb,a,π , we only need to maintain a set of
hyper-parameters 〈μs,b,0, λs,b, αs,b, βs,b〉, ψb,a and ρb,a for
each state s, belief state b and action a encountered in the
MCTS search tree, and update them by using Bayes’ rule.

5.3 Thompson sampling based action selection

In D2NG-POMCP, we use Thompson sampling to guide
the action section at each decision node. More precisely, at
the decision node associated with belief state b, to compute
the expectation of Xb,a,π , we sample wb,a,o for o ∈ O

according to Dirichlet (ρb,a), wb,a,r for r ∈ I according
to Dirichlet (ψb,a), and μs′,b′ for 〈s′, b′〉 ∈ J according to
NormalGamma(μs′,b′,0, λs′,b′, αs′,b′ , βs′,b′), where b′ =
ζ(b, a, o) is the next belief after having performed action a

and obtained observation o in belief b. Finally, the action
with the highest sampled action-value Q̃(b, a) is selected,
where:

Q̃(b, a) =
∑
r∈I

wb,a,r r + γ
∑
o∈O

1[b′

= ζ(b, a, o)]wb,a,o

∑
s′∈S

μs′,b′b′(s′). (33)

5.4 D2NG-POMCP

The main process of D2NG-POMCP is outlined in Fig. 2.
As aforementioned, our algorithm is implemented on basis
of histories instead of explicit beliefs. Given an initial belief,
a history h uniquely determines the resulting belief, thus we
maintain a set of hyper-parameters 〈μs,h,0, λs,h, αs,h, βs,h〉,
ψh,a and ρh,a for each state s, history h and action a

encountered in the MCTS search tree. Hence each node of

the search tree is represented by a history h. Specifically, we
use particles, denoted by P(h), to represent the respective
belief state of history h, which are updated using a particle
filter. Expressed in histories, (33) turns out to be:

Q̃(h, a) =
∑
r∈I

wh,a,r r + γ
∑
o∈O

wh,a,o

∑
s′∈P(hao)

μs′,hao,

(34)

where wh,a,r , wh,a,o and μs′,hao are sampled ran-
domly according to Dirichlet (ψh,a), Dirichlet (ρh,a) and
NormalGamma(μs′,hao,0, λs′,hao, αs′,hao, βs′,hao) respec-
tively. When the search process ended at the root of tree, a
greedy action with the highest mean action-value Q̄(h, a) is
selected, where:

Q̄(h, a) =
∑
r∈I

ψh,a,r∑
r ′∈I ψh,a,r ′

r

+γ
∑
o∈O

ρh,a,o∑
o′∈O ρh,a,o′

∑
s′∈P(hao)

μs,hao,0. (35)

At each iteration, the D2NG-POMCP function applies
Thompson sampling to recursively select actions to be
executed by simulation from the root node to leaf nodes
through the existing search tree T. It inserts each newly
visited node into the tree, plays a default rollout policy from
the new node, and propagates the simulated outcome to
update the hyper-parameters for visited histories, states and
actions. The OnlinePlanning function is called with
current history h and a search tree T initially empty. It
repeatedly samples a state from the current belief P(h), and
performs the search process by calling the D2NG-POMCP
function until some resource budgets are reached (e.g.,
the computation times out or the maximal number of
iterations is reached). Then a greedy action to be performed
in the environment is returned to the agent. The Agent
function is the overall procedure interacting with the real
environment. It calls OnlinePlanning to select the
planned best action, execute the action, get an observation,
and update particles by calling the ParticleFilter
function repeatedly until some terminating conditions are
satisfied (e.g., the problem is solved or the maximal running
time is reached).

6 Discussion

In this section, we discuss on the advantage of using
a simulator, how to choose the prior distributions by
initializing hyper-parameters in DNG-MCTS and D2NG-
POMCP, and the convergence property of the algorithms.
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Fig. 2 Dirichlet-Dirichlet-
NormalGamma based partially
observable Monte Carlo planing

6.1 Use of simulator

The advantage of using a simulator is that a simulator
is much more easy to implement and scale than an
explicit model of the environment which has to be
described as a table of precise probability density/mass
functions for each state (i.e. the full transition and/or
observation functions in analytic forms). For example,
suppose in an idealized environment the state can be
described by a scalar variable x ∈ (−∞, ∞). After
performing an action a ∈ [0, 1], which is another scalar
variable, the next state x′ is uncertain, but follows a

distribution such that x′ ∼ Unif orm(x − Unif orm(a −
Unif orm(0, 1), a + Unif orm(0, 1)), x + Unif orm(a −
Unif orm(0, 1), a + Unif orm(0, 1)), governed by the
environment’s own dynamics, whereUnif orm(a, b) stands
for a uniform distribution over range [a, b]. Following the
MDP formalization, the explicit transition function of this
environment in the form of a probability density function
is f (x ′) = T (x′ | x, a). The distribution f (x′) seems
to be trivial, but is actually hard to obtain, as it relates
to several layers of nested samplings. On the other hand,
it is rather easy to implement/describe the environment as
a simulator. What we need are the rules of sampling x′
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conditioned on x and a — which we already have. It is
easy to see that in more complex environments, as shown
in this paper, the advantage of using simulator instead of
fully specified explicit representations becomes more clear.
As the environment becomes complex when more state and
action variables are involved, it is extremely difficult or
even impossible to maintain the environment’s dynamics as
explicit distribution functions. But we can always describe
the environment as a set of sampling rules — which
significantly ease the work of modeling the environment.
Furthermore, the simulator doesn’t have to be extremely
precise. An approximated model of the environment in
terms of prior probabilities will suffice. The agent (either
modeled as an MDP agent or a POMDP agent) will operate
in the abstracted state space inducted by the simulator and
keep updating as up-to-date information becomes available.
In the case of MDP, the agent act optimally consistent with
the simulator assuming that the abstracted/approximated
environment model exposed by the simulator is the ground-
truth environment; in the case of POMDP, the agent
performs real-time Bayesian update conditioned on some
prior probabilities and history of observations (in various
forms, e.g. particle filtering as in this paper).

6.2 Prior distribution

While the impact of the prior tends to be negligible in the
limit, its choice is important especially when only a small
amount of data has been observed. In general, priors should
reflect available knowledge of the hidden model.

In the absence of any knowledge, uninformative priors
may be preferred [44]. According to the principle of
indifference, uninformative priors assign equal probabilities
to all possibilities. For NormalGamma priors, we hope
that the sampled distribution of μ given τ : N (μ0, 1/(λτ)),
is as flat as possible. This implies an infinite variance
1/(λτ) → ∞, so that λτ → 0. Recall that τ follows
a Gamma distribution Gamma(α, β) with expectation
E[τ ] = α/β, so we have expectedly λα/β → 0. Taking
into consideration the parameter space (λ > 0, α ≥
1, β ≥ 0), we can choose λ small enough, α = 1 and
β sufficiently large to approximate this condition. Second,
we hope the sampled distribution is in the middle of axis,
so μ0 = 0 seems to be a good selection. It is worth
noting that intuitively β should not be set too large, or the
convergence process may be very slow. For Dirichlet priors,
it is common to set the hyper-parameters as small positives
to have uninformative priors.

On the other hand, if some prior knowledge is available,
informative priors make more sense. Take DNG-MCTS
as an example. By exploiting domain knowledge, a
state node can be initialized with informative priors
indicating its priority over other states. In DNG-MCTS,

this is done by initializing the hyper-parameters based
on subjective estimation of states. For NormalGamma
priors, the interpretation of hyper-parameters in terms
of pseudo-observations says that if one has a prior
mean of μ0 from λ samples and a prior precision of
α/β from 2α samples, the prior distribution over μ

and τ is NormalGamma(μ0, λ, α, β) [28], providing a
straightforward way to initialize the hyper-parameters if
some prior knowledge (such as historical data of past
observations) is available. Specifying detailed priors based
on prior knowledge for particular domains is beyond the
scope of this paper. The ability to include prior information
provides important flexibility and can be considered an
advantage of the approach.

6.3 Convergence

For Thompson sampling in stationary MABs (i.e., the
underlying reward function does not change), Agrawal et
al. [2] have shown that: 1) the probability of selecting
any suboptimal action a at the current step is bounded
by a linear function of the probability of selecting the
optimal action; 2) the coefficient in this linear function
decreases exponentially fast with the increase in the number
of selections of optimal action. Thus, the probability of
selecting the optimal action in an MAB is guaranteed to
converge to 1 in the limit using Thompson sampling.

Take DNG-MCTS as an example. In our settings, the
distribution of Xs,π is determined by the transition function
and the Q values given the policy π . When the Q values
converge, the distribution of Xs,π becomes stationary with
the optimal policy. For the leaf nodes (level H ) of the search
tree, Thompson sampling will converge to the optimal
actions with probability 1 in the limit since the MABs are
stationary in terms of the default rollout policy. When all
the leaf nodes converge, the distributions of return values
from them will not change. So the MABs of the nodes in
level H − 1 become stationary as well. Thus, Thompson
sampling will also converge to the optimal actions for nodes
in level H − 1. Recursively, this holds for all the upper-
level nodes. Therefore, we conclude that DNG-MCTS can
find the optimal policy in the search tree for the root node
with respect to the default rollout policy if unbounded
computational resources are given. We have similar results
for D2NG-POMCP. To conclude, DNG-MCTS and D2NG-
POMCP converge to find the optimal policy given maximal
planning horizon H and the default rollout policies.

7 Experiments

We empirically illustrate our motivation by comparing
Thompson sampling with other common algorithms in
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MABs. We have also evaluated DNG-MCTS and D2NG-
POMCP on various benchmark problems.

7.1 MAB experiments

We compared Thompson sampling in terms of simple
regret with other common algorithms in MABs, including
RoundRobin, Randomized, 0.5-Greedy and UCB1. The
RoundRobin algorithm selects an arm in a round-robin
fashion among all arms [31]; the Randomized algorithm
uniformly selects a random arm; the 0.5-Greedy algorithm
selects the best seen arm with probability 0.5, and a
random arm otherwise [77]; the UCB1 algorithm selects
the arm that maximizes the UCB1 heuristic. In our
experiments, each arm returns a random reward sampled
from a Bernoulli distribution; UCB1 is implemented with
exploration constant

√
2; Thompson sampling chooses

Beta distributions as the conjugate priors, initialized as
(α = 1, β = 1). We ran each algorithm over 10,000
experiments of randomly generated instances for different
numbers of arms, and reported the average simple regret
as shown in Fig. 3. It can be seen from the results that
Thompson sampling yields lower simple regret, particularly
for larger action space. It is well known that Thompson
sampling theoretically achieves logarithmic optimal and
empirically performs well in terms of cumulative regret

in MABs. To the best of our knowledge, it is observed
for the first time in the literature that Thompson sampling
empirically outperforms other common algorithms in terms
of simple regret also, providing a potential of success
of applying Thompson sampling to Monte Carlo planing
domains.

7.2 MDP experiments

We have tested the DNG-MCTS algorithm and compared
the results with UCT in three common MDP benchmark
domains, namely Canadian traveler problem, racetrack and
sailing.

These problems are modeled as cost-based MDPs. That
is, a cost function c(s, a) is used instead of the reward
function R(s, a), and the min operator is used in the
Bellman equation instead of the max operator. Similarly, the
objective of solving a cost-based MDPs is to find an optimal
policy that minimizes the expected cumulative cost for each
state. Notice that algorithms developed for reward-based
MDPs can be straightforwardly transformed and applied to
cost-based MDPs by simply using the min operator instead
of max in the Bellman update routines. Accordingly, the min
operator is used in the function ThompsonSampling of
the transformed DNG-MCTS algorithm. We implemented
our codes and conducted the experiments on the basis of

Fig. 3 Performance of
Thompson sampling in terms of
simple regret in MABs
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Table 1 CTP problems with 20 nodes

Domain-specific UCT Random rollout policy Optimistic rollout policy

Prob. Belief UCTB UCTO UCT DNG UCT DNG

20-1 20 3
49

210.7 7 169.0 6 216.4 3 223.9 4 180.7 3 177.1 3

20-2 20 3
49

176.4 4 148.9 3 178.5 2 178.1 2 160.8 2 155.2 2

20-3 20 3
51

150.7 7 132.5 6 169.7 4 159.5 4 144.3 3 140.1 3

20-4 20 3
49

264.8 9 235.2 7 264.1 4 266.8 4 238.3 3 242.7 4

20-5 20 3
52

123.2 7 111.3 5 139.8 4 133.4 4 123.9 3 122.1 3

20-6 20 3
49

165.4 6 133.1 3 178.0 3 169.8 3 167.8 2 141.9 2

20-7 20 3
50

191.6 6 148.2 4 211.8 3 214.9 4 174.1 2 166.1 3

20-8 20 3
51

160.1 7 134.5 5 218.5 4 202.3 4 152.3 3 151.4 3

20-9 20 3
50

235.2 6 173.9 4 251.9 3 246.0 3 185.2 2 180.4 2

20-10 20 3
49

180.8 7 167.0 5 185.7 3 188.9 4 178.5 3 170.5 3

9.8581latoT 1553.6 2014.4 1983.68 1705.9 1647.4

The second column indicates the belief size of the transformed MDP for each problem instance. UCTB and UCTO are the two domain-specific
UCT implementations [30]. DNG-MCTS and UCT run for 10,000 iterations. Boldface fonts are best in whole table; gray cells show best among
domain-independent implementations for each group. The data of UCTB, UCTO and UCT are taken form [19]

MDP-engine — a software package with a collection of
problem instances and basic algorithms for MDPs.4

In each benchmark problem, we (1) ran the transformed
algorithms for a number of iterations from the current state,
(2) applied the best action based on the resulting action-
values, (3) repeated the loop until terminating conditions
(e.g., a goal state is satisfied or the maximal number
of running steps is reached), and (4) reported the total
discounted cost. The performance of algorithms is evaluated
by the average value of total discounted costs over 1,000
independent runs. In all experiments, (μs,0, λs, αs, βs) is
initialized to (0, 0.01, 1, 100), and ρs,a,s′ is initialized to
0.01 for all s ∈ S, a ∈ A and s′ ∈ S. For fair comparisons,
we also use the same settings as in [19]: for each decision
node, (1) only applicable actions are selected, (2) applicable
actions are forced to be selected once before any of them
are selected twice or more, and 3) the exploration constant
for the UCT algorithm is set to be the current mean action-
values Q(s, a, d).

The Canadian traveler problem (CTP) is a path finding
problem with imperfect information over a graph whose
edges may be blocked with given prior probabilities [60].
A CTP can be modeled as a deterministic POMDP, i.e.,
the only source of uncertainty is the initial belief. When
transformed to anMDP, the size of the belief space is n×3m,
where n is the number of nodes and m is the number of
edges. This problem has a discount factor γ = 1. The aim
is to navigate to the goal state as quickly as possible. It has
recently been addressed by an anytime variation of AO*,

4https://code.google.com/p/mdp-engine/

named AOT [19], and two domain-specific implementations
of UCT which take advantage of the specific MDP structure
of the CTP and use a more informed base policy, named
UCTB and UCTO [30]. In this experiment, we used the
same 10 problem instances with 20 nodes as done in their
papers.

When running DNG-MCTS and UCT in those CTP
instances, the number of iterations for each decision-making
was set to be 10,000, which is identical to [19]. Two types
of default rollout policy were tested: the random policy that
selects actions with equal probabilities and the optimistic
policy that assumes traversability for unknown edges and
selects actions according to estimated cost. The results
are shown in Table 1. Similar to [19], we included the
results of UCTB and UCTO as a reference. From the table,
we can see that DNG-MCTS outperformed the domain-
independent version of UCT with random rollout policy in
several instances, and particularly performed much better
than UCT with optimistic rollout policy. Although DNG-
MCTS is not as good as domain-specific UCTO, it is
competitive comparing to the general UCT algorithm in this
domain.

The racetrack problem simulates a car race [15], where a
car starts in a set of initial states and moves towards the goal.
At each time step, the car can choose to accelerate to one of
the eight directions. When moving, the car has a possibility
of 0.9 to succeed and 0.1 to fail on its acceleration. We
tested DNG-MCTS and UCT with random rollout policy
and planning horizon H = 100 in the instance of barto-
big, which has a state space with size |s| = 22534. The
discount factor is γ = 0.95 and the optimal cost produced

https://code.google.com/p/mdp-engine/
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is known to be 21.38. We report the curves of the average
cost as a function of the number of iterations and average
computation time per action respectively in Fig. 4a and
b. Each data point in the figure was averaged over 1,000
runs, each of which was allowed for running at most 100
steps. It can be seen from the figure that DNG-MCTS
converges faster than UCT in terms of number of iterations,
and achieves similar results in terms of average computation
time per action.

The sailing domain is adopted from [52]. In this domain,
a sailboat navigates to a destination on an 8-connected grid.
The direction of the wind changes over time according
to prior transition probabilities. The goal is to reach the
destination as quickly as possible, by choosing at each grid
location a neighbour location to move to. The discount
factor in this domain is γ = 0.95 and the maximum
planning horizon is set to be H = 100. We ran DNG-MCTS
and UCT with random rollout policy in a 100×100 instance
of this domain. This instance has 80,000 states and the
optimal cost is 26.08. The experimental results are shown
in Figs. 4c and d. A trend similar to the racetrack problem
can be observed in the graph: DNG-MCTS converges faster
than UCT in terms of sample complexity.

We also develop an extended Taxi domain to test our
algorithm more thoroughly. The original Taxi domain is a
common benchmark problem for MDPs [29]. It consists

of a 5 × 5 grid world with walls and 4 taxi terminals: R,
G, Y and B. The goal of a taxi agent is to pick up and
deliver a passenger. The system has 4 state variables: the
agent’s coordination x and y, the pickup location pl, and the
destination dl. The variable pl can be one of the 4 terminals,
or just taxi if the passenger is inside the taxi. The variable
dl must be one of the 4 terminals. At the beginning of
each episode, the taxi’s location, the passenger’s location
and the passenger’s destination are all randomly generated.
The problem terminates when the taxi agent successfully
delivers a passenger. There are 6 primitive actions: a) 4
navigation actions that move the agent one grid: North,
South, East and West; b) the Pickup action; and c) the
Putdown action. Each navigation action has the probability
of 0.8 to move the agent in the indicated direction, and
0.1 for each perpendicular direction. Each action has a cost
of -1, and the agent received a reward of +20 when the
episode terminates with the Putdown action and a penalty of
-10 for illegal Pickup and Putdown actions. In the extended
version with size n (i.e., eTaxi[n]), the grid world size is
n × n. The four stops R, G, Y and B, are at positions (0, 0),
(0, n − 1), (n − 2, 0) and (n − 1, n − 1) respectively. There
are three walls each with length �n−1

2 � started at position
in between (0, 0) and (1, 0), (1, n − 1) and (2, n − 1), and
(n − 3, 0) and (n − 2, 0) respectively. The action space, and
transition and reward models remain the same as the Taxi

Fig. 4 Performance comparison
on Racetrack and Sailing
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Fig. 5 Performance comparison
on eTaxi domain

domain. Thus, if n = 5, eTaxi[n] reduces to the original Taxi
problem.

We compared DNG-MCTS with LRTDP [18], AOT [19]
and UCT. In the field of online planning for MDPs, the
real-time dynamic programming (RTDP) algorithm [15] is
among the first that tries to find the “best” action for the
current state by conducting a trial-based search process with
greedy action selection and an admissible heuristic. The
labeled RTDP (LRTDP) algorithm introduces a labelling
scheme into RTDP that speeds up its convergence while
retaining its good anytime behavior. AO* [43] builds an
optimal solution graph with respect to the AND-OR graph
by greedily expanding tip nodes in the current best partial
solution graph and assigning values to new nodes according
to an admissible heuristic function. The anytime AO* (AOT)
algorithm implements AO* in an anytime manner retaining
the same optimality and worst case complexity as AO*.
Notice that, LRTDP and AOT are not in Monte Carlo
settings, that is to say they have full accesses to the
underlying MDP models. A min-min heuristic [18] is used
to initialize new nodes in LRTDP and AOT, and a min-min
heuristic based greedy policy is used as the base policy for
UCT and DNG-MCTS. In the experiments, we ran each
algorithm with randomly selected initial states, and reported
the return (cumulative reward) and the overall time usage.
The number of iterations for each action-selection is set to
be 100. The maximal search depth is 100. We conducted

Table 2 Empirical results in eTaxi[5]

Algorithm Runs Avg. Reward Avg. Time usage (ms)

LRTDP 1000 3.71 ± 0.15 64.88 ± 3.71

AOT 1000 3.80 ± 0.16 41.26 ± 2.37

UCT 1000 −23.10 ± 0.84 102.20 ± 4.24

DNG-MCTS 1000 −3.13 ± 0.29 213.85 ± 4.75

The upper bound of Average Reward is 4.01 ± 0.15

the experiments over different sizes of eTaxi ranging from
n = 5 to 15. The average returns and time usages over
1,000 runs are reported in Fig. 5a and b. Detailed results
in eTaxi[5] is shown in Table 2. It can be seen from the
results that DNG-MCTS performs much better than UCT,
while producing competitive results comparing to LRTDP
and AOTwith regard to average cumulative rewards in eTaxi
domain. We also notice that DNG-MCTS does require more
computation time comparing to other algorithms, this is due
to the time consuming operation of sampling from variety
of distributions.

7.3 POMDP experiments

We have also examined D2NG-POMCP and compared
the results with POMCP in RockSample and PocMan
domains. We implemented the algorithm and conducted
the experiments based on POMCP — a software package
implementing the POMCP algorithm with some benchmark
problems.5

For each problem instance, we 1) ran the algorithms for a
number of iterations from the current history, 2) applied the
best action based on the resulting action-values, 3) repeated
the loop until terminating conditions, and 4) reported
the total discounted reward and the average computation
time per action selected. The performance of algorithms
is evaluated by the average total discounted reward over
1,000 independent runs. In all experiments, we initialized
(μs,h,0, λs,h, αs,h, βs,h) to (0, 0.01, 1, 100), ψh,a,r to 0.01,
and ρh,a,o to 0.01 for all s ∈ S, a ∈ A, r ∈ I, o ∈ O

and encountered history h in the search tree. When testing
D2NG-POMCP and POMCP, we used the same preferred
actions based rollout policy as described and implemented
in [70] and POMCP respectively. For fair comparisons,
we also applied the same settings as in POMCP: for each
decision node, 1) only applicable actions are selected, and

5http://www0.cs.ucl.ac.uk/staff/D.Silver/web/Applications.html
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2) applicable actions are forced to be selected once before
any of them is selected twice.

The RockSample[n, k] problem simulates a robot explor-
ing in a n × n grid map containing k rocks. The goal is to
determine which rocks are valuable, collect valuable ones
as much as possible and exit from the map finally. There are
three kinds of actions, namely moving, checking and sam-
pling. The moving action specified with a direction param-
eter enables the agent to move in the map; the sampling
action collects a rock; and, the checking action observes a
rock to noisily identify whether it is valuable or not. Sam-
pling a valuable rock yields a reward of +10; sampling an
invaluable rock yields a reward of −10; and, moving into

the exit area yields a reward of +10. All other actions have
no cost or reward. The discount factor γ is 0.95. Empiri-
cal results are depicted in Fig. 6. Each data point shows the
average result over 1,000 runs or at most 12 hours of total
computation. The three figures in the left column depict
the performance with respect to number of iterations; the
three figures in the right column depict the performance
with respect to average time per action. Number of iterations
is the total number of calls to D2NG-POMCP allowed for
each decision of action in the OnlinePlanning function;
average time per action is the average computation time for
each action selected in the OnlinePlanning function.
We can see from the results that D2NG-POMCP converges

Fig. 6 Performance comparison
on RockSample
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Table 3 Comparison of D2NG-POMCP with existing approaches in
RockSample problems evaluated by discounted cumulative reward

RockSample [7, 8] [11,11] [15,15]

States |s| 12,544 247,808 7,372,800

AEMS2 21.37 ± 0.22 N/A N/A

HSVI-BFS 21.46 ± 0.22 N/A N/A

SARSOP 21.39 ± 0.01 21.56 ± 0.11 N/A

POMCP 20.71 ± 0.21 20.01 ± 0.23 15.32 ± 0.28

D2NG-POMCP 20.87 ± 0.20 21.44 ± 0.21 20.20 ± 0.24

faster than POMCP in terms of number of iterations, and
appears to be competitive with POMCP in terms of average
time per action.

Table 3 presents the comparison of D2NG-POMCP
with prior work, including AEMS2 [65], HSVI-BFS
[66, 71], SARSOP [54] and POMCP [70]. AEMS2
and HSVI-BFS are online algorithms; SARSOP is an
offline algorithm. They are all provided with full factored
representations of the underlying problems. AEMS2 and
HSVI-BFS used knowledge computed offline by PBVI [63];
empirical results are taken from [66]. SARSOP was given
approximately 1,000 seconds of offline computation; results
are taken from [54]. POMCP and D2NG-POMCP used the
same informed rollout policy. The results of POMCP are
taken from [70]. Each online algorithm was given exactly
1 second per action. Performance is evaluated by average
discounted return over 1,000 runs or at most 12 hours of
total computation. The results indicate that D2NG-POMCP
is able to provide competitive results on RockSample[7, 8]
and RockSample[11, 11], and advanced POMCP with much
better return on RockSample[15, 15].

The PocMan problem is firstly introduced in [70]. The
PocMan agent navigates in a 17 × 19 maze, while trying
to eat some randomly distributed food pellets and power
pills. Four ghost agents roam the maze, according to a given
stochastic strategy. The PocMan agent dies if it touches
any ghost, unless it has eaten any power pills within the
last 15 time steps. It receives a reward of −1 at each

step, +10 for each food pellet, +25 for eating a ghost
and −100 for dying. A 10-bit observation is observed
at every time step, corresponding to the PocMan agent’s
senses of sight, hearing, touch and smell. The PocMan
problem has approximately 1,056 states, 4 actions, and
1,024 observations. The discount factor γ is 0.95. The
performance of D2NG-POMCP in PocMan evaluated by
average discounted return is shown in Fig. 7. Each data
point shows the average result over 1,000 runs or at
most 12 hours of total computation. It is worth noticing
that the algorithm’s performance in PocMan experiment is
evaluated by average discounted return, instead of average
undiscounted return as in the original paper [70]. We
believe that using average discounted return to show the
performance is more reasonable, since average discounted
return is what the algorithms really intent to optimize.
To provide a more comprehensive view, we also included
the respective results evaluated by average undiscounted
return in addition as shown in Fig. 8. In this domain,
D2NG-POMCP performs much better than POMCP with
regard to both number of iterations and average time per
action.

7.4 Discussion on computational complexity

Regarding computational complexity, although the total
computation time of DNG-MCTS and D2NG-POMCP is
linear with the total number of simulations, which is at
most width × depth (where width is the number of
iterations and depth is the maximal planning horizon),
our approaches do require more computation than UCT
and POMCP, due to the time consuming operations of
samplings from various distributions when performing
Thompson sampling. However, if the simulations are
expensive (e.g., computational physics in 3D environment
or stochastic environment with multiple agents where the
cost of executing the simulation steps greatly exceeds the
time needed by action-selection steps in MCTS), DNG-
MCTS and D2NG-POMCP can obtain better performances
in terms of computational complexity, because they are

Fig. 7 Performance of D2NG-
POMCP in PocMan evaluated
by average discounted returns
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Fig. 8 Performance of D2NG-
POMCP in PocMan evaluated
by average undiscounted returns

expected to have lower sample complexities (for example,
as confirmed in the PocMan experiments).

8 Conclusion

In this paper, we propose the DNG-MCTS and D2NG-
POMCP algorithms which reply on Thompson sampling for
online Monte Carlo planning for MDPs and POMDPs. The
basic idea is to model the uncertainty of the cumulative
reward returned by taking an action in the Monte Carlo
search tree as a combination of mixture distributions, infer
the posterior distribution using Bayesian method, and use
Thomson sampling to guide the action-selection strategy.
We show that the proposed algorithms are guaranteed to
converge to the optimal policy in the limit. Experimental
results in MDPs confirm that, comparing with the general
UCT algorithm, DNG-MCTS produces competitive results
in the CTP domain, and converges faster in the domains
of racetrack and sailing. We also show that DNG-MCTS
outperforms significantly other popular online planning
algorithms (including RTDP, AOT and UCT) on the eTaxi
domain which requires complex behaviors. Experimental
results in POMDPs show that D2NG-POMCP outperform
the state-of-the-art algorithms (including AEMS2, HSVI-
BFS, SARSOP, and POMCP) in both RockSample and
PocMan domains. In future work, we plan to extend our
basic assumptions to more general distributions and test our
algorithm on real-world applications.
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